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ABSTRACT: Establishing a common secret key between two or more entities is an essential component of any security system. In this paper, the problem of establishing a shared session key in an authenticated way is addressed. The proposed key agreement protocols support explicit authentication. The protocols are designed in such a way that permits a trusted third party, such as a firewall, to verify the identities of the parties involved in a key agreement session. This reduces the computational burden at the end-user side, which can be a device with limited capabilities. The proposed protocols have been implemented, based on the PBC library provided by Stanford University, to ensure their correctness, the ease of their practical use and their timeliness. A comparative study of the proposed protocols to other protocols in literature revealed the superiority of the proposed protocols from the security viewpoint at the cost of an acceptable increase in the computational burden.
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1. Introduction

The rapid progress in wireless mobile communication technology has prompted new security questions. Since open air is used as the communication channel, the content of the communication may be exposed to an eavesdropper, or system services can be used fraudulently. An authentication mechanism and a key establishment protocol together form the very starting point from which most security services such as data confidentiality and non-repudiation can be provided. Symmetric or asymmetric techniques can be used for key exchange between parties in a wireless network. Protocols based on asymmetric-key encryption algorithms are the main solution for ad-hoc wireless networks because there is no need for a trusted third party in these protocols. On the other hand, symmetric-key encryption algorithms are applicable to the wireless networks with base stations [1], yet asymmetric-key algorithms could still be used to simplify key management of network users and provide more security services. The importance and the need for efficient secure key agreement protocols in communication systems is clear as they are essential components in the Universal Mobile Telecommunications System (UMTS) and the IEEE 802.11 wireless local area network (WLAN).

The Diffie-Hellman key agreement protocol [2] is the earliest example of an asymmetric key establishment technique. It is still found in many secure connectivity protocols over the Internet. It is a cryptographic protocol that enables...
of a shared secret between two parties over an untrusted network. The two parties may have never met previously, but with their new shared secret key they can encrypt their communications over the insecure channel to ensure the confidentiality of their communicated messages. However, this protocol does not involve the verification of the identities of the communicating entities, and thus suffers from man-in-the-middle attack. Different approaches have been developed to address this problem, which rely on the use of long-term keys for authentication purposes [3,4]. The authentication phase may be done as a separate phase (explicit authentication), or the authentication is achieved implicitly if the key generated passes some verification check. In the former case, authentication can be done by gateways in networks reducing the computational load on the end-user and providing better security guarantees by forbidding impersonation attacks from both outsiders as well as insiders.

Tripartite key agreement protocols are of particular importance. They are useful in providing essential security in several vital applications such as in e-commerce where the three entities involved in the protocol are the merchant, the customer and the bank. Other interesting applications include a third party being added to chair or referee a conversation for the purpose of ad-hoc auditing, data recovery or escrow purposes [5, 6].

In this paper, new authenticated key agreement protocols are developed based on the existence of a traditional PKI (Public Key Infrastructure) within which the entities involved in the protocols are registered. Thus, every user randomly chooses its private key and computes the corresponding public key using a suitable one-way trapdoor function. Both two-party and three-party protocols are developed. Extensions to more than three participants have been also considered. The proposed protocols provide explicit authentication. The security properties of these protocols are examined and performance enhancements are suggested.

The rest of the paper is organized as follows. In the next section, elliptic curves, bilinear maps and the computationally hard related problems are reviewed. Section III gives details on the desirable security properties for a sound key agreement protocol. Section IV offers a review of some related key agreement protocols. Section V describes our proposed schemes for two and three parties. The performance and security properties of the proposed protocols are examined in Section VI. A comparative study is provided in the section that follows. In Section VIII, a brief account on our implementation of the proposed protocols. Finally, Section IX concludes the paper.

2. Basic Concepts

In this section, some preliminary concepts necessary to the development of the proposed protocols are introduced.

2.1 Elliptic Curves

Recently, elliptic curves have received much attention in the field of cryptography. They are slowly replacing finite fields in the design of new cryptographic schemes. This is due to the fact that the discrete logarithm problem (defined below) over well-chosen elliptic curves is more difficult than the corresponding problem over finite fields. Consequently, smaller key sizes, in the order of 160 bits instead of 256 bits, can be used while achieving the same level of security [7].

An elliptic curve $E$ [8] over a finite field $F_p$ is defined by the Weirestrass equation

$$y^2 = x^3 + ax^2 + bx + c$$

(1)

Where $a^2b^2 - 4a^3c - 4b^3 + 18abc - 27c^2 \neq 0$ and $x \in F_p$ with $p$ a prime greater than 3.

For efficiency purposes, usually a point over an elliptic curve is stored in compressed format. In compressed format, the x-coordinate is only stored along with a single bit indicating whether the positive or negative square root of $x^3 + ax^2 + bx + c$ is the designated y-coordinate.

An elliptic curve $E$ over the finite field $Z_{p^2}$ should be carefully chosen to avoid specialized attacks such as the MOV-attack and the FR-attack [9,10]. Specifications of safe elliptic curves can be found in [11].

The set of points on an elliptic curve $E$ generated by some point $P$ – in addition to the point at infinity $O$ – together with the point addition operation forms an abelian group. The group addition law for elliptic curves over a field of characteristic greater than three is given below.
Let \( P = (x_1, y_1) \in E \), then its inverse is defined to be the point \(-P = (x_1, -y_1)\). If \( Q = (x_2, y_2) \in E \) and \( Q \neq -P \), then the addition operation can be defined as follows in terms of the chord and tangent method.

**Case (1):** If \( P \neq Q \), then the chord \( PQ \) joining the two points intersects the curve in exactly one more point \( R \). By definition, \( P + Q = -R \). This is illustrated in Figure 1(a).

**Case (2):** If \( P = Q \), then the tangent line at \( P \) intersects the curve at exactly one point \( R \). By definition, \( 2P = -R \), see Figure 1(b).

The coordinates of the point \( R = (x_3, y_3) \) can be directly computed according to the following formulae

\[
\begin{align*}
   x_3 &= \lambda^2 - x_1 - x_2 \\
   y_3 &= \lambda(x_1 - x_3) - y_1
\end{align*}
\]

and

\[
\lambda = \left\{
\begin{array}{ll}
   \frac{y_2 - y_1}{x_2 - x_1}, & \text{if } P \neq Q \\
   \frac{3x_1^2 + a}{2y_1}, & \text{if } P = Q
\end{array}\right.
\]

To calculate the multiple of a point repeated doubling, in the manner of the repeated squaring technique, can be employed. For example, to compute \( 101P \), we double six times to compute \( 2P, 4P, 8P, 16P, 32P, 64P \) and then three point additions are needed namely \((P + 4P) + 32P + 64P = 101P\).

![Figure 1: Elliptic curves point addition (a); and point doubling (b) illustrations over the field of real numbers](image)

**2.2 Bilinear Maps**

Bilinear maps have been extensively used in the development of many cryptographic protocols during the last decade. Bilinear maps were used at first to mount cryptanalysis attacks against cryptographic schemes and then they found positive applications in cryptography [5, 6, 12, 13]. Many traditional certificate-based, as well as identity-based, key agreement protocols for two parties and three parties have been developed in literature based on the use of bilinear pairings. Some examples include Joux’s one-round un-authenticated key agreement protocol and the four Tripartite Authenticated Key (TAK) agreement protocols (TAK-1, TAK-2, TAK-3, TAK-4) for sharing a session key among three parties [5, 6].

Bilinear maps and their properties are provided in what follows. More details can be found in Joux [5]. Consider the two groups \( G_1 \) (additive) and \( G_2 \) (multiplicative) of prime order \( q \), and \( P \) a generator for \( G_1 \). A symmetric pairing is a computable bilinear map between these two groups.

For our purpose, let \( e \) be a symmetric bilinear map \( e: G_1 \times G_1 \rightarrow G_2 \) which satisfies the following three properties.
1- **Bilinear**: if \( P, Q \in G_1 \) and \( a, b \in \mathbb{Z}_q \), then \( \hat{e}(aP, bQ) = \hat{e}(abP, Q) = \hat{e}(P, Q^b) \hat{e}(P, Q + R) = \hat{e}(P, Q) \). 

2- **Non-degenerative**: there exist non-trivial points \( P, Q \in G_1 \) both of order \( q \) such that \( \hat{e}(P, Q) \neq 1 \). 

3- **Computable**: if \( P, Q \in G_1 \), \( \hat{e}(P, Q) \in G_2 \) is efficiently computable in polynomial time.

The modified Weil pairing and the modified Tate pairing are commonly used instantiations of bilinear maps over elliptic curves [14].

### 2.3 Hard Computational Problems

Many pairing-based cryptographic protocols are based on the hardness of the BDHP (Bilinear Diffie-Hellman Problem) for their security [4]. Some computational problems related to the elliptic curve cryptography are defined below.

- **Bilinear Diffie-Hellman Problem (BDHP)**
  Given \((P, xP, yP, zP) \in G_1\) for some \(x, y, z\) chosen at random from \(\mathbb{Z}_q\), compute \(\hat{e}(P, P)^{xyz} \in G_2\).

- **Discrete Logarithm Problem (DLP)**
  Given \(P, Q \in G_1\) find an integer \(n\) such that \(P = nQ\).

- **Computational Diffie-Hellman Problem (CDHP)**
  Given a tuple \((P, aP, bP) \in G_1\) for \(a, b \in \mathbb{Z}_q\), find the element \(abP\).

### 3. Desirable Security Properties of a Key Agreement Protocol

In order to develop a sound key agreement protocol, we need to understand the desirable security properties it must satisfy, which are described in detail in [15]. Here, assume \(A\) and \(B\) are two honest entities. It is desired for an authenticated key agreement protocol to possess the following security attributes as suggested in [16, 17].

#### 3.1 Known-Key Security

Each key generated in one protocol round is independent and should not be exposed if other secret keys are compromised.

#### 3.2 Forward Secrecy

If the long-term private keys of one or more of the entities are compromised, the secrecy of previously established session keys should not be affected. We say that a system has **partial forward secrecy** if some but not all of the entities’ long-term keys can be corrupted without compromising previously established session keys, and we say that a system has perfect **forward secrecy** if the long-term keys of all the entities involved may be corrupted without compromising any session key previously established by these entities.

#### 3.3 Key-Compromise Impersonation

Assume that \(A\) and \(B\) are two entities. Suppose \(A\)’s secret key is disclosed. Obviously, an adversary who knows this secret key can impersonate \(A\) to \(B\). However, it is desired that this disclosure does not allow the adversary to impersonate \(B\) to the real \(A\). In the two-party case, only an outsider would impersonate the communicating parties. However, in the \(n\)-party case for \(n \geq 3\), one party of the communicating group might impersonate another party to the rest of the parties of the group. This kind of impersonation attack is called the insider impersonation attack.

#### 3.4 Key Control

The key should be determined jointly by both \(A\) and \(B\). Neither \(A\) nor \(B\) can control the key alone.

### 4. Related Work

The Diffie-Hellman key agreement protocol was developed by Diffie and Hellman in 1976 and published in the ground-breaking paper “New Directions in Cryptography” [2]. The protocol allows two users to exchange a secret key over an insecure medium without any prior secrets.
4.1 The Original Protocol

The original Diffie-Hellman protocol between two entities $A$ and $B$ is described below.

$A$ and $B$ begin by selecting an appropriate (large) prime $p$ and a generator $g$ of $\mathbb{Z}_q^*$. The following steps must be taken each time a session key is required:

1. $A$ selects an ephemeral random integer $a; 1 \leq a \leq p-1$.
2. $B$ selects an ephemeral random integer $b; 1 \leq b \leq p-1$.
3. $A$ and $B$ then exchange the following messages, in either order:

   - $A \rightarrow B$: $g^a \mod P$.
   - $A \rightarrow B$: $g^b \mod P$.

4. On receipt of the message $g^b \mod P$, $A$ computes $K_A = (g^b \mod P)^a \mod P$ and on receipt of the message, $B$ computes $K_B = (g^a \mod P)^b \mod P$. We find that $K_A = K_B = K = g^{ab} \mod P$ which can be used as a secret session key shared between $A$ and $B$. The ephemeral values $a$ and $b$ should be erased on completion of the protocol.

Intuitively, the security of this protocol appears to be related to the computational Diffie-Hellman (CDH) problem (defined in Section II) since a passive adversary would have to solve the CDH problem in order to determine the session key.

The original Diffie-Hellman protocol is in fact insecure against active adversaries since neither $A$ nor $B$ have any assurance of the source of the messages they receive or the identity of the party with whom they share the resulting key. This is demonstrated by a well-known attack on the original Diffie-Hellman protocol, known as a man-in-the-middle attack.

4.2 Authenticated Diffie-Hellman Protocols

The use long-term keys is a solution to the authentication problem. One of the authenticated key agreement protocols presented by Blake-Wilson et al. is described in what follows[18].

As in the original DH-protocol, this protocol is defined between two entities $A$ and $B$ who can communicate over an open channel and who wish to generate a shared secret session key. Since the protocol uses public key techniques for authentication, $A$ and $B$ require public and private key pairs $(x_A, x'_A)$ and $(x_B, x'_B)$ respectively. We assume that $p$ and $q$ are large primes where $q$ divides $(p - 1)$, and $g$ is an element of of $\mathbb{Z}_q^*$ order $q$. We also assume that $H: \{0, 1\}^* \rightarrow \{0, 1\}^k$ is a cryptographic hash function for a fixed value $k$ (usually the security parameter). We assume that $x_A$ and $x_B$ are chosen randomly from $\mathbb{Z}_q^*$ and that $x_A = g^{x_A} \mod p$ and $x_B = g^{x_B} \mod p$.

The following steps must be taken each time a session key is required:

1. $A$ selects an ephemeral random integer $a \in \mathbb{Z}_q^*$.
2. $B$ selects an ephemeral random integer $b \in \mathbb{Z}_q^*$.
3. $A$ and $B$ then exchange the following messages, in either order:

   - $A \rightarrow B$: $T_A = g^a \mod p$.
   - $A \rightarrow B$: $T_B = g^b \mod p$.

On receipt of the message $g^b \mod p$, $A$ computes

$$K_A = H(T_A^a \mod p, X_B^{x_A} \mod p),$$

and on receipt of the message $g^b \mod p$, $B$ computes

$$K_B = H(T_B^b \mod p, X_A^{x_B} \mod p),$$

It is clear $K_A = K_B = K = H(g^{ab} \mod p, g^{x_A x_B} \mod p)$ that which can be used as a secret session key shared between $A$ and $B$. The ephemeral values $a$ and $b$ are erased on completion of the protocol.
5. The Proposed Protocols

In this section, new schemes for authenticated key agreement are developed, which are extensions of the schemes summarized in [19] to the traditional PKI-based cryptosystems. These schemes consist of two phases, which are the setup phase and the session key generation phase. The setup phase is common to all schemes and it is described here.

Setup:
The system set up algorithm is responsible for generating the following parameters for the users. The public domain parameter \((p, q, E, P, \hat{e}, H)\), where \(E\) is an elliptic curve defined over \(Z_p\), \(P\) is a generator for a group of points on \(E\) (the group \(G_1\)) with order \(q\). The hash function \(H\) is a one-way hash function that maps from \(G_1\) into \(G_2\) and is a bilinear map.

Each entity obtains a certificate for its static public key. Let \(Cert_A\) denote \(A\)'s public-key certificate, which includes her static public key \(Q_A = ap\) and a certification authority (CA) signature over this information, where \(a\) is the long-term private key of the entity \(A\).

5.1 Protocol 1
Suppose there are two entities \(A\) and \(B\) who want to agree on a session key. They exchange their public key certificates and the CA signature is verified.

5.1.1 Key generation
\(A\) and \(B\) select \(x, y\) randomly and independently, then they compute and broadcast the following:

1. \(A \rightarrow B: P_A = xP, T_A = aH(P_A) + xQ_A\)
2. \(B \rightarrow A: P_B = yP, T_B = bH(P_B) + xQ_B\)

\(A\) verifies \(\hat{e}(T_B, P) = \hat{e}(H(P_B) + P, Q_B)\)
\(B\) also verifies \(\hat{e}(T_A, P) = \hat{e}(H(P_A) + P, Q_A)\)

If the above equations hold, then \(A\) and \(B\) compute:
\[K_A = e(P_B, Q_B)^{ax}, K_B = e(P_A, Q_A)^{by}\]

Then, the session key is \(K_A = K_B = \hat{e}(P_B, P)^{axy}\)

The correctness of the protocol can be easily verified as follows based on the properties of the bilinear map. The verification equation that \(A\) uses is only investigated and clearly similar arguments hold for \(B\).

\[\hat{e}(H(P_B) + P, Q_B) = \hat{e}(H(P_B) + yP, bP)\]
\[= \hat{e}(bH(P_B) + byP, P)\]
\[= \hat{e}(T_B, P)\]

5.2 Protocol 2
This protocol extends the above protocol to the case where two entities \(A\) and \(B\) need to agree on a set of four session keys. The public key certificates are exchanged and the associated CA signatures are verified.

5.2.1 Key generation
\(A\) and \(B\) select the pairs \((x, x')\) and \((y, y')\) randomly and independently, then they compute and broadcast the following:

1. \(A \rightarrow B: P_A = xP, P'_A = x'P, T_A = aH(P_A, P'_A) + xQ_A\)
2. \(B \rightarrow A: P_B = yP, P'_B = y'P, T_B = bH(P_B, P'_B) + yQ_B\)

Upon receiving the broadcasted points, each entity proceeds to verify the authenticity of the received data.
The correctness of the protocol can be easily verified as follows based on the properties of the bilinear map. If the above equations hold, then A and B compute the first key as:

\[ K_{A(1)} = \hat{\epsilon}(P_B, Q_B)^{xy}, K_{B(1)} = \hat{\epsilon}(P_A, Q_A)^{zx} \]

Then, the first session key is

\[ K_{A(1)} = K_{B(1)} = \hat{\epsilon}(P, P)^{xyz} \]

The remaining three session keys as will be computed by A are given below.

\[ K_{A(3)} = \hat{\epsilon}(P_B, Q_B)^{xy}, K_{A(3)} = \hat{\epsilon}(P_B, Q_B)^{xy}, K_{A(4)} = \hat{\epsilon}(P_B, Q_B)^{xy} \]

Again, the consistency check of the verification equation for one of the entities (A) is provided below based on the properties of the bilinear map.

\[ \hat{\epsilon}(H(P_B, P_B^\cdot) + P_B^t Q_B) = \hat{\epsilon}(H(P_B, P_B^\cdot) + yP_B + bP) \]
\[ = \hat{\epsilon}(H(P_B, P_B^\cdot) + yP_B + bP) \]
\[ = \hat{\epsilon}(bH(P_B, P_B^\cdot) + yP_B + bP) \]
\[ = \hat{\epsilon}(T_B, P) \]

### 5.3 Protocol 3

Suppose there are three entities A, B and C who want to agree on a session key. They exchange their public key certificates and the CA signature is verified.

#### 5.3.1 Key generation

A, B and C select x, y, z randomly and independently, then they compute and broadcast the following:

1. \( A \rightarrow B, C: P_A = xP, T_A = aH(P_A) + xQ_A \)
2. \( B \rightarrow A, C: P_B = yP, T_B = bH(P_B) + yQ_B \)
3. \( C \rightarrow A, B: P_C = zP, T_C = cH(P_C) + zQ_C \)

A verifies \( \hat{\epsilon}(T_B + T_C, P) = ? \)

\[ \hat{\epsilon}(H(P_B) + P_B^t Q_B) \cdot \hat{\epsilon}(H(P_C) + P_C, Q_C) \]

B also verifies \( \hat{\epsilon}(T_A + T_C, P) = ? \)

\[ \hat{\epsilon}(H(P_A) + P_A^t Q_A) \cdot \hat{\epsilon}(H(P_C) + P_C, Q_C) \]

C also verifies \( \hat{\epsilon}(T_A + T_B, P) = ? \)

\[ \hat{\epsilon}(H(P_A) + P_A^t Q_A) \cdot \hat{\epsilon}(H(P_B) + P_B, Q_B) \]

If the above equations hold, then A and B compute the first key as:

\[ K_A = \hat{\epsilon}(P_B, P_C)^{xy}, K_B = \hat{\epsilon}(P_A, P_C)^{yz}, K_C = \hat{\epsilon}(P_A, P_B)^{zx} \]

Then, the session key is

\[ K_A = K_B = K_C = \hat{\epsilon}(P, P)^{xyz} \]

The correctness of the protocol can be easily verified as follows based on the properties of the bilinear map. The verification equation that A uses is only investigated and clearly similar arguments hold for B and C.

\[ \hat{\epsilon}(H(P_B) + P_B^t Q_B) \cdot \hat{\epsilon}(H(P_C) + P_C, Q_C) \]
The remaining seven session keys as will be computed by $A$ are given below.

\[ K_{A(2)} = \hat{e}(P_B, P_C)^x, \quad K_{A(3)} = \hat{e}(P_B', P_C)^y \]
\[ K_{A(4)} = \hat{e}(P_B', P_C')^x, \quad K_{A(5)} = \hat{e}(P_B, P_C')^y \]
\[ K_{A(6)} = \hat{e}(P_B, P_C')^x, \quad K_{A(7)} = \hat{e}(P_B', P_C)^y \]
\[ K_{A(8)} = \hat{e}(P_B', P_C')^y \]
The consistency check of the verification equation is quite similar to that of protocol 3 and is thus omitted.

5.5 Protocol 5

The third protocol can be extended to the case of more than three users. Assume that a broadcast channel is available for the users. Each user $i$ (from 1 to $n$) computes and broadcasts, $P_i = x_i P$, $T_i = a_i H(P_i) + x_i Q_i$ where $x_i$ is the ephemeral key of user $i$ and $a_i$ is the long-term private key of this user with a corresponding public key. Each user $i$ can authenticate his colleagues by applying the following verification equation.

$$\hat{\epsilon}(\sum_{j \in \{1, n\}/\{i\}} T_j P)=\prod_{j \in \{1, n\}/\{i\}} \hat{\epsilon}(H(P_j)+P_j, Q_j)$$

After the authentication phase succeeds, they will communicate over an unsecured channel to choose a coordinator to the conservation, suppose this coordinator is user number $j$. Each user will compute and broadcast the following information

$$X_i = \hat{\epsilon}(P_j, x_i (P_{i+1} - P_{i-1}))$$

Now, each user will compute the shared session key according to the following equation.

$$K_i = \hat{\epsilon}(P_j, n x_i P_{i-1}) \cdot X_{i-1}^{n-2} \cdots X_{i-2}$$

The shared session key will be as follows.

$$K = \hat{\epsilon}(P, P) (x_1 x_2 + x_2 x_3 + \cdots + x_n x_1)^x_j$$

It is noteworthy that all user indexes are taken modulo $n$, as if the users were arranged on a hypothetical ring, as shown in Figure 2. This protocol is inspired by the work in [20], and extends it to the PKI-model.

![Figure 2. Arrangement of users in the multi-party variant of protocol 3](image)


In this section, the performance of the proposed schemes is investigated. In addition, the increase in computations involved in the schemes is justified due to the high security guarantees offered by these schemes and the possibility of off-loading some of the computational burden to a trusted third party such as a firewall.

6.1 Computational Burden

First, the two-party schemes are studied. Three (Four) scalar point multiplications and one (four) pairing evaluation are needed for the generation of the session key for protocol 1 (2). In addition, two pairing evaluations are required in the authentication phase for protocols 1 and 2; that is, verifying the identities of the parties involved in the protocol. However, it is clear from the verification equation that neither long-term nor short-term keys are required in this phase and thus the verification step can be done by a firewall reducing the computational load significantly.

As for the proposed three-party schemes, three (four) scalar point multiplications and one (eight) pairing evaluations are required for the generation of session keys for protocol 3 (protocol 4). In the authentication step, three pairing evaluations are needed for protocols 3 and 4. However, in protocol 4, since eight session keys are generated in one step, it can be envisioned that the computational load per key is just about one pairing evaluation and one-half of a scalar point multiplication. Again, the
verification equations in this phase involve no private keys and hence the computational load can be easily moved to a more powerful server such as a firewall.

6.2 Security Properties
The two and three party schemes security properties are examined in what follows.

6.2.1 Security Properties of Protocols 1 and 2
Known key security: In each run of these protocols, a new session key is computed which depends on short-term private keys \( x \) and \( y \) ((\( x \), \( x' \)) and (\( y \), \( y' \))) selected randomly in each session. Thus, the knowledge of a past session key will not allow an adversary to deduce the future keys.

Partial forward secrecy: If the adversary knows the long-term private key of one entity, he will not be able to compute a previous session key. Assume, for example, that \( A \)’s private key is compromised. It is clear that computing \( e(P_B, Q_B)^{(x)} \) is infeasible without the knowledge of the short-term private key that is chosen randomly every session. However, if he knows long-term private keys of all entities, he will be able to compute a previous session key by the relation \( e(P_A, P_B)^{ab} \). In practical scenarios, there is usually a highly secure end involved in the communication (a remote server), whose key compromise is rather difficult and thus the proposed protocol can still provide a desirable level of security.

Key control: All the entities contribute an equal share to the computation of the key. No one can force the session key to take on a specific pre-computed value.

Key-compromise impersonation: Suppose an adversary \( E \) knows the private key of \( A \). He will not be able to impersonate \( B \) to \( A \) unless he knows the private key of \( B \), because of the fact that \( A \) authenticates \( B \) before computing the session key. No one can impersonate \( B \) unless he knows his private key; this is clear from the calculation of \( T_{B'} \).

6.2.2 Security Properties of Protocols 3 and 4
Known key security: In each run of Protocol 3 (4), keys are computed depending on short-term private key pairs \( x \), \( y \) and \( z \) ((\( x \), \( x' \)), (\( y \), \( y' \)) and (\( z \), \( z' \))) which are selected randomly in each session.

Perfect forward secrecy: Even if the adversary knows the long-term private keys of all entities, he will not be able to compute a previous session key. Assume, for example, that \( A \)’s private key is compromised. It is clear that computing \( e(P_B, P_C)^{(x)} \) is infeasible without the knowledge of the short-term private key that is chosen randomly every session.

Key control: All the entities contribute an equal share to the computation of the key. No one can force the session key to take on a specific pre-computed value.

Key-compromise impersonation: Suppose an adversary \( E \) knows the private key of \( A \). He will not be able to impersonate \( B \) to \( A \) unless he knows private key of \( B \), because \( A \)-before computing the session key- authenticates both \( B \) and \( C \). No one can impersonate \( B \) or \( C \) unless he knows his private key; as is apparent from the calculations \( T_{B'} \) of and \( T_{C} \). Moreover, this protocol provides explicit authentication and not just implicit authentication, which makes this protocol resistant to the insider impersonation attack (suppose \( A \), \( B \) and \( C \) are the communicating entities, insider impersonation means that one of them, suppose \( C \), impersonates other entities like \( B \) to \( A \). Thus, \( C \) will talk with \( A \) once as he is \( C \) and another time as if he is \( B \)). Explicit authentication avoids this attack. Furthermore, it similarly avoids outsider impersonation, as no one among communicating entities can impersonate one to the other, then no one outside them can mount this impersonation attack.

7. Comparative Study
In this section, we compare our protocols with other protocols with regard to security and performance. From the security point of view, the criterion to compare the security of the protocols is given by the extent to which a specific protocol fulfills the security properties as discussed in Section III. From the performance point of view, the criterion for comparing the efficiency is expressed in terms of the number of arithmetic operations required per run of the protocol and the number of session keys generated in this run.

7.1 Security Comparison
The security comparison of the protocols is conducted with regard to three criteria: the fulfillment of security properties as
defined in Section III, and the existence of insider impersonation attack, and type of authentication (implicit, explicit).

Table I compares the fulfillment of security properties of some 2-party protocols in literature and our protocols. The following abbreviations and notations are used in Table 1 and Table 2:

KKS: Known-Key Secrecy, FS: Forward Secrecy,
KCI: Key-Compromise Impersonation, KC: Key Control,
IKA: Implicit Key Authentication,
EKA: Explicit Key Authentication, II: Insider Impersonation,
+: means protocol satisfies the property,
- : means protocol does not satisfy the property, *: perfect forward secrecy

<table>
<thead>
<tr>
<th>Protocol</th>
<th>KKS</th>
<th>FS</th>
<th>KCI</th>
<th>KC</th>
<th>IKA</th>
<th>EKA</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADHP [18]</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>ADHP [18]</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>MTI/A0 [21]</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>Two-Pass Unified</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>Model [21]</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Protocols 1 and 2</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
</tbody>
</table>

Table 1. Security Properties for 2-Party Protocols

Table 2 provides a comparison for the fulfillment of security properties for some 3-party protocols in literature and our protocols.

<table>
<thead>
<tr>
<th>Protocol</th>
<th>KKS</th>
<th>FS</th>
<th>KCI</th>
<th>KC</th>
<th>IKA</th>
<th>EKA</th>
</tr>
</thead>
<tbody>
<tr>
<td>TAK-1 [6]</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>TAK-2 [6]</td>
<td>-</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>TAK-3 [6]</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>TAK-4 [6]</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Shim’s [22]</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>Protocols 3 and 4</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>+</td>
</tr>
</tbody>
</table>

Table 2. Security Properties for 3-Party Protocols

It is clear from the above tables that the proposed protocols satisfy various security requirements of a key agreement protocol.

7.2 Efficiency Comparison

The computational load per user per key (number of computations performed) for the reviewed protocols as well as the proposed ones is given in Table 3 and Table 4.

We consider operations which are expensive from the computational point of view - pairing operations, scalar multiplications and exponentiations. The following abbreviations are used.

**PairOpA**: pairing operations in Authentication,
**PairOpG**: pairing operations in Generation,
**ScMul**: scalar point multiplications in \( G_1 \),
**MULG2**: scalar multiplications in \( G_2 \),
**EXPMP**: exponentiation modulo \( p \),
**MULMP**: multiplication modulo \( p \)
It is clear that, for frequently communicating parties with sufficient secure storage media, it is more efficient to use Protocol 2 rather than Protocol 1. Similar arguments hold for protocols 3 and 4, as apparent from the following table.

<table>
<thead>
<tr>
<th>Protocol</th>
<th>PairOpA</th>
<th>PairOpG</th>
<th>ScMul</th>
<th>EXPMP</th>
<th>MULG2</th>
</tr>
</thead>
<tbody>
<tr>
<td>TAK-1</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>TAK-2</td>
<td>1</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>TAK-3</td>
<td>2</td>
<td>1</td>
<td>3</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>TAK-4</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>Shim’s Protocol</td>
<td>2</td>
<td>1</td>
<td></td>
<td></td>
<td>2</td>
</tr>
<tr>
<td>Protocol 3</td>
<td>3</td>
<td>1</td>
<td>3</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Protocol 4</td>
<td>3/8</td>
<td>1</td>
<td>4/8</td>
<td>8/8</td>
<td></td>
</tr>
</tbody>
</table>

Table 4. Computational Effort Per User of 3-Party Protocols

8. Implementation

The proposed four protocols have been implemented using the C++ PBC Library under Ubuntu operating system. Type A elliptic curves have been used in our sample runs for testing the validity and ensuring the timeliness of the proposed protocols.

Type A pairings are symmetric pairings constructed on the elliptic curve $y^2 = x^3 + x$ over the field $F_q$ for some prime $q = 3 \mod 4$. $G_i$ is the group of points $E(F_q)$. It turns out that $\#E(F_q) = q + 1$ and $\#E(F_q^2) = (q + 1)^2$. Thus, the embedding degree $k$ is 2, and hence $G_2$ is a subgroup of $F_q^2$. The order $r$ is some prime factor of $q + 1$. Write $q + 1 = r \cdot h$. For efficiency, $r$ is picked to be a Solinas prime, that is, $r$ has the form of $2^a \pm 2^b \pm 1$ for some integers $0 < b < a$. Moreover, choose $q = -1 \mod 12$, so $F_q^2$ can be implemented as $F_q[i]$ (where $i = \sqrt{-1}$) [23]. The values used in one of the sample runs were:

$q$
67482757493960849107808080425190587742657653654723396365613146028221304479278136879384643445483363971199436778850236
9447668028429043299746806849694863238009858842252639881869011920897775185925452144670326607992332233639653801698
67103259095832603178683592924084368913647031289576778910078145339638253871000123

$h$
923471472737001529874123396374240471780981361280746233061683810865116892407048597452866111322485174079439450382
2805818802865253410823165123164580695317193301047418865563926133737701045576718511862641424137218497194561883029964
11048914825284267887978179132

$\alpha$
73075086221594424981965739670091261094297337857
159

$\beta$
135
9. Conclusion

In this paper, new authenticated key agreement protocols offering high level security guarantees have been proposed. The authenticity of the identities of the communicating parties can be done by means of a firewall relieving the users involved from much of the computational burden associated with the authentication step. Moreover, employing dedicated hardware for pairing evaluations could greatly enhance the system performance.

Two of the proposed schemes addressed the problem of sharing a secret key between two entities. In addition, two tripartite key agreement protocols have been proposed. Furthermore, it has been demonstrated how one of the tripartite protocols can be extended to the case of more than three users based on arranging the communicating parties on a hypothetical ring structure.

All proposed schemes resist various known attacks promoting their use for highly confidential communications. Moreover, implementing the schemes on a Pentium(R) Dual Core PC revealed that the proposed protocols can be used in real-time applications. For devices with limited computational capabilities, the verification of user identities can be moved to a trusted third party as stated above.
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