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1. Introduction

Genetic algorithms (GA) are a representative example of a set of methods known as evolutionary algorithms. This approach 
started in 1970 by John Holland, and knew for a decade strong growth. A GA is an iterative algorithm based on the notion of 
generation, but it is also inherently highly parallel in that it simulates the evolution of a range of solutions.

Quantum computation is a newly emerging interdisciplinary science of information science and quantum science. The first 
quantum algorithm was proposed by Shor in 1994 [14], for number factorization. Grover [6] also proposed a quantum al-
gorithm for random search in databases, the complexity of its algorithm was reduced to be of the order of O(N ^ ½). More 
recently, quantum computation has attracted a wide attention, and it becomes a very interest research field.

Quantum genetic algorithm (QGA) is a combination of GA and quantum computing. There were some efforts to use QGA 
for exploring search spaces; we quote for example [4] where a QGA was used to solve the knapsack problem and [15] who 
proposed a parallel version of QGA. In [1], a QGA was also used to solve the binary decision diagram ordering problem. More 
recently, QGA where also used to evolve cellular automata rules (CA) [16] to solve the density classification problem.

In this work, we propose to make a comparison between GA and QGA to extract some computational abilities of QGA to 
perform processing in an effective and an efficient manner. Because QGA are highly parallel, we will show how can run them 
in a parallel environment. We have used two problems: the knapsack problem and the density classification problem. The first 
one was used to measure the effectiveness of QGA while the second one was used to measure their performance.

This paper is organized as follows. Section 2 describes some conventional GA principles. A description of the basic concept 
of quantum computing and QGA principles is presented in section 3. In section 4 we will make a comparison between GA 
and QGA by considering the 0/1 knapsack problem. Section 5 shows how can QGA be parallelized to solve the density 
classification problem by evolving cellular automata rules. In section 6 we summarize and analyze the experimental results. 
We finish our paper by concluding remarks follow and some perspectives in section 7.
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2. Conventional genetic algorithm (CGA)

A Genetic algorithm is an exploration algorithm based on genetic evolution and natural selection. It manipulates a population 
of individuals called chromosomes. At each time step a new generation is constructed by applying genetic operators between 
some selected chromosomes. The structure of a CGA is illustrated in figure 1:

The simplest way for coding chromosomes is to represent them by binary strings. The initial population has to start with 
random chromosomes uniformly distributed over the entire search space. The next step is the evaluation operation. Its role 
is to mark the individuals of the population. After that, the individuals will be sorted according to their marks. The selection 
operation has as goal to elect some number of individuals to enable reproduction. The cross-over operation can be performed 
by exchanging some parts of selected individuals in random positions which leads to create a new set of chromosomes re-
placing the old ones. Before repeating the process, it is recommended to perform a mutation to correct stochastic errors to 
avoid a genetic drift and to ensure a genetic diversity in the population. It consists of changing some random positions of the 
individuals according to a small probability (typically between 1% and 0.1%).

3. Quantum genetic algorithm (QGA)

3.1 Quantum computing
In quantum computing, the smallest unit of information storage is the quantum bit (qubit) [4]. A qubit can be in the state 1, in 
the state 0 or in a superposition of both. The state of a qubit can be represented as [3]:

|Ψ> = α |0> + β |1>	 (1)

Where | 0> and | 1> represent the values of classical bits 0 and 1 respectively; α and β are complex numbers satisfying:

|α|2 + |β|2 = 1	 (2)

|α|2 is the probability where a qubit is in state 0 and |β|2 represents the probability where a qubit is in state 1. A quantum register 
of m qubits can represent 2m values simultaneously. However, when the ‘measure’ is taken, the superposition is destroyed 
and only one of the values becomes available for use. That’s why we think that quantum computers can be used mainly in 
applications involving a choice among a multitude of alternatives.

Figure 1. CGA structure
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In general, a quantum algorithm has less complexity than its classic equivalent algorithm through the concept of quantum 
superposition. Among the most famous quantum algorithms we quote Shore’s algorithm for number factorization (1994) 
[14] and Grover’s algorithm for research in a non sorted database (1996) [6]. Both algorithms have solved problems which 
their complexity was reduced.

3.2 QGA principles
QGAs are a combination between GA and quantum computing. They are mainly based on qubits and states superposition 
of quantum mechanics. Unlike the classical representation of chromosomes (binary string for instance), here they are rep-
resented by vectors of qubits (quantum register). Thus, a chromosome can represent the superposition of all possible states. 
The structure of a QGA is illustrated in figure 2 [4]:

3.2.1 Structure of quantum chromosomes
A chromosome is simply a string of m qubits that forms a quantum register. Figure 3 shows the structure of a quantum 
chromosome.

3.2.2 Initializing the population
The easiest way to create the initial population is to initialize all the amplitudes of qubits by the value 1 / (2 ^ ½). This means 
that a chromosome represents all quantum superposition states with equal probability.

3.2.3 Evaluation of individuals
The role of this phase is quantifying the quality of each quantum chromosome in the population to make a reproduction. 
The evaluation is based on an objective function that corresponds to each individual, after measuring, an adaptation value. 
It permits to mark individuals in the population.

Figure 3. Quantum chromosome structure

Figure 2. QGA structure
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3.2.4 Quantum genetic operations

•  Measuring chromosomes
In order to exploit effectively superposed states of qubits, we have to observe each qubit. This leads us to extract a classic 
chromosome. The aim is to enable the evaluation of each quantum chromosome.

A simple way to implement this function is given by the following pseudo code:

•  Interference

This operation allows modifying the amplitudes of individuals in order to improve performance. It mainly consists of moving 
the state of each qubit in the sense of the value of the best solution. This is useful for intensifying the search around the best 
solution. It can be performed using a unit transformation that allows a rotation whose angle is a function of the amplitudes 
(ai, bi) and the value of the corresponding bit in the reference solution. The value of the rotation angle δθ has to be chosen 
so that to avoid premature convergence. It is often empirically determined and its direction is determined as a function of the 
values of ai, bi and the value of the qubit located at the position i in the individual being modified [1].

•  Qubit rotation gates strategy

The rotation of individual’s amplitudes is performed by quantum gates. Quantum gates can also be designed in accordance 
with the present problem. The population Q (t) is updated with a quantum gates rotation of qubits constituting individuals. 
The rotation strategy adopted is given by the following formula:

	 (3)

Where Δθi is the rotation angle of qubit quantum gate i of each quantum chromosome. It is often obtained from a lookup 
table to ensure convergence.

Figure 4. Measured chromosome

	 Function measure ()

	 begin

	 r := get r in [0,1] ;

	 if (r > |α|2)

	 return 1 ;

	 else

	 return 0 ;

	 end if

	 end
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4. QGA vs CGA

4.1 Knapsack problem
The knapsack problem is one the most combinatorial algorithms. It can be described as selecting from among various items 
those which are most profitable, given that the knapsack has a limited capacity. There are many types of knapsack problem, 
so the simplest one is called 0/1 knapsack problem. It is described as: given a set of m items and a knapsack, select a subset 
of the items so as to maximize the profit f(x) [4] as shown in formula 4:

( )
1

m
f x = p xi ii=

∑ 	 (4)

Subject to:

( )
1

m
f x = w x Ci ii=

≤∑ 	 (5)

Where x = (x1, x2, …., xm), xi is 0 or 1, pi and wi are the profit and the weight of the ith item. C is the capacity of the 
knapsack.

4.1.1 Choosing parameters values
Since it was found that the difficulty of such problem is greatly affected by the correlation between profits and weights [3], 
three randomly generated sets of data are considered [17]:

•  Uncorrelated

wi = (uniformly) random([1..v])
pi = (uniformly) random([1..v])

•  Weakly correlated

wi = (uniformly) random([1..v])
pi = wi + (uniformly) random([-r..+r])

•  Strongly correlated

wi = (uniformly) random([1..v])
pi = wi + r

Higher correlation implies smaller value of the difference:

maxi = 1.. m {pi / wi} - mini = 1.. m {pi / wi};

As reported in [3], higher correlation problems have higher expected difficulty.

The knapsack capacity can be set according two types (again, following a suggestion from [3]):

•  Restrictive knapsack capacity (C1)
The knapsack capacity C= 2v. In this case, the optimal solution contains very few items [17].

•  Average knapsack capacity (C2)
The knapsack capacity is computed as fellow:

1( ) 2 1

m
f x = wii=

∑ 	 (6)

In this case, the optimal solution contains about half of the items [17].

4.1.2 Solving knapsack problem with conventional GA (CGA)
There are three types of conventional GA algorithms [17]: algorithms based on penalty functions, algorithms based on repair 
methods and algorithms based on decoders.
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In algorithms based on penalty functions, each solution is coded as a binary string of the length m representing a chromosome 
x to the problem. The profit f(x) of each chromosome is computed as shown in formula 7:

( ) ( )
1

m
f x = p x Pen xiii=

−∑ 	 (7)

Where Pen(x) is a penalty function. We consider here the three types of penalties discussed in [17]: logarithmic penalty, 
linear penalty, and quadratic penalty:

1 2
1

2
1

3
1

( ) ( ( ))

( ) ( )

2( ) ( ( ))

1
m

Pen x = log + p x - Ciii=
m

Pen x = p x - Ciii=
m

Pen x = p x - Ciii=

r

r

r

∑

∑

∑

	 (8)

Where ρ is maxi = 1.. m {pi / wi}. The penalty function Pen(x) is zero for all feasible solutions x, i.e., solutions that:

( )
1

m
f x = w x Ci ii=

≤∑ 	 (9)

And it is greater than zero otherwise.

In algorithms based on repair methods, the profit f(x) of each chromosome is computed as shown in formula 10:

( )
1

m
'f x = p xi ii=

∑ 	 (10)

Where x’ is a repaired vector of the original vector x. Original chromosomes are replaced with a 5% probability in the 
experiment (it has been proved that that 5% is the most appropriate replacement percentage). We have used the two repair 
algorithms mentioned in [17]. The repair algorithms differ only in selection procedure, which chooses an item for removal 
from the knapsack:

Random repair (Rep1):•	  in this case, a random element is removed from the knapsack.

Greedy repair (Rep2):•	  All items in the knapsack are sorted in the decreasing order of their profit to weight ratios. The 
last item is always chosen for deletion.

We will not tackle here the third method (decoder based algorithms), because the chromosome representation is based on 
integers while quantum chromosomes can use only qubit representation.

4.2 Tests and results
In all our experiments we have coded solutions as binary strings of the length m for CGA and as qubit strings of the length m 
for QGA. The length of both strings is the same as the number of items. For CGA the ith item is added to the knapsack if and 
only if the ith element in the binary string is 1. Similarly for CGA, the ith item is added to the knapsack with a probability of 
|βi|

2 where |βi|
 is the amplitude of the ith qubit in the qubit string. Before presenting our experimental results, we will announce 

the parameters of both algorithms and knapsack problem parameters.

5.1 CGA parameters
Parameter Value

Cross-over probability 50 %
Mutation probability 1 %

Population size 100

Table 1. List of CGA parameters






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5.2 QGA parameters
The population size was fixed to be 100. The amplitudes of the individuals are updated by a rotation of quantum gates ac-
cording to the look-up table 2.

xi   bi f (x) > f(b) ∆θi s (ai bi)
ai.bi > 0 ai.bi < 0 ai= 0 bi= 0

0   0 0 0.001π - + ± ±
0   0 1 0.001π - + ± ±
0   1 0 0.08π - + ± ±
0   1 1 0.001π - + ± ±
1   0 0 0.08π + - ± ±
1   0 1 0.001π + - ± ±
1   1 0 0.001π + - ± ±
1   1 1 0.001π + - ± ±

Table 2. Look-up table for quantum gates rotation

xi and bi are the i-th bits of x and b (the best solution), respectively. f is the fitness function and s (ai bi) is the sign of the 
rotation angle θi. According to the lookup table, one can easily remark that this strategy improves, for each individual, the 
amplitudes of qubits that are bad according to an angle δθ1 = 0.08π while it decreases, those that are good according to an 
angle δθ2 = 0.001π. The amplitude values were empirically determined. The modification of the amplitudes of qubits is done 
according to the signs of the amplitudes, the best solution and the solution extracted by the individual container. It is natural 
that δθ1 >> δθ2 because decreasing amplitudes serves only to correct stochastic errors to avoid a genetic drift and to ensure 
a genetic diversity in the population.

5.3 Knapsack problem parameters

Parameter Value

V 10

R 5

Repairing replacement percentage 5%

Table 3. List of knapsack problem parameters

5.4 Experimental results
We have executed both algorithms (CGA & QGA) over 50 runs for all possible cases, at each one the concerned algorithm 
was iterated for a maximum number = 500 generations. Table 4 shows the experimental results of the knapsack problem 
with 100, 250 and 500 items.

5. Parallelization of QGA

5.1 Evolving Cellular Automata (CA) by QGA
In this section we propose to evolve CA by QGA in a parallel environment to get out some computational tasks and extract some 
computational abilities of QGA to perform processes in an effective and efficient manner. Indeed, the difficulty of designing a CA 
to present a specific behavior or to perform a particular task has limited their applications; one possible solution is the automa-
tion of the design process (programming) to enhance the CA’s viability where transition rules should be carefully produced by 
hand [8] [13]. In the literature, most of papers that deal automatic learning of CA rules focus on one technique: Evolving CAs by 
evolutionary algorithms what is known as evolutionary cellular automata. The beginning was with Packard, then Mitchell and 
al where a GA is used to evolve CAs to solve the density classification problem [8] [12]. Other experiments have been carried 
out later, such as those made by Sipper where he used a GA to evolve another kind of CAs so-called non-uniform (where cells 
may have different rules) to perform the density classification task [11], and Sapin who used evolutionary algorithms to discover 
universal CAs [2]. Some researchers have also evolved CAs to perform some image processing tasks [7] [13].
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b, m, and w mean best, mean, and worst, respectively.
‘-’ means that an experiment did not made in this case.
‘*’ means that no valid solution has been found within given constraints.

Correl No. of 
Items 

 Capacity 
type 

method 

CGA  QGA 
Pen1 Pen2 Pen3 Rep1 Rep2 Pen1 Pen2 Pen3 Rep1 Rep2 

 
 
 
 
 
 
 
 

none 

 
 

100 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

71.0 
92.5 
53.8 

71.2 
87.6 
51.7 

- 
- 
- 

* 
* 
* 

* 
* 
* 

69.6 
92.7 
53.4 

71.2 
87.6 
51.7 

 
C2 

m 
b 
w 

- 
- 
- 

376.1 
422.5 
336.5 

384.5 
430.4 
337.0 

416.8 
450.2 
389.0 

417.1 
436.9 
387.6 

- 
- 
- 

378.0 
424.8 
338.5 

386.6 
433.5 
338.3 

417.0 
449.4 
389.1 

417.0 
436.9 
387.2 

 
 

250 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

69.0 
83.7 
57.3 

91.6 
125.7 
75.1 

- 
- 
- 

* 
* 
* 

* 
* 
* 

65.0 
80.6 
52.8 

91.7 
125.9 
75.1 

 
C2 

m 
b 
w 

- 
- 
- 

978.9 
1020.4 
938.0 

975.1 
1010.7 
926.4 

999.6 
1066.3 
944.6 

1024.4 
1065.7 
966.2 

- 
- 
- 

1034.5 
1077.1 
961.4 

1035.6 
1078.0 
985.9 

1043.7 
1101.5 
991.9 

1026.5 
1068.1 
968.5 

 
 

500 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

68.7 
84.0 
55.0 

141.5 
157.4 
93.7 

- 
- 
- 

* 
* 
* 

* 
* 
* 

66.0 
80.6 
54.6 

142.2 
158.5 
93.7 

 
C2 

m 
b 
w 

- 
- 
- 

1771.6 
1897.4 
1670.4 

1812.7 
1894.4 
1748.5 

1889.0 
1946.5 
1796.2 

2016.7 
2101.1 
1925.6 

- 
- 
- 

1889.3 
2061.2
1754.8 

1967.8 
2076.8 
1873.6 

2039.3 
2103.6 
1928.3 

2071.3 
2174.2 
1968.9 

 
 
 
 
 
 
 
 

weak 

 
 

100 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

47.7 
64.9 
36.9 

44.4 
56.8 
32.3 

- 
- 
- 

* 
* 
* 

* 
* 
* 

44.8 
64.9 
36.9 

44.4 
56.6 
32.3 

 
C2 

m 
b 
w 

- 
- 
- 

397.5 
430.0 
360.4 

396.2 
429.3 
359.2 

398.2 
422.2 
365.9 

397.0 
435.5 
357.2 

- 
- 
- 

398.5 
430.0 
361.6 

398.1 
428.3 
361.1 

398.1 
422.2 
365.1 

397.0 
435.5 
357.2 

 
 

250 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

46.2 
52.8 
40.3 

67.3 
78.9 
51.1 

- 
- 
- 

* 
* 
* 

* 
* 
* 

44.5 
51.4 
38.9 

67.3 
78.9 
51.1 

 
C2 

m 
b 
w 

- 
- 
- 

940.9 
981.5 
874.1 

924.4 
959.9 
886.6 

950.5 
1016.9 
870.5 

991.1 
1058.9 
944.1 

- 
- 
- 

991.5 
1033.3 
932.1 

985.0 
1024.4 
944.5 

987.1 
1056.0 
912.8 

991.3 
1059.4 
944.8 

 
 

500 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

40.9 
46.5 
37.0 

83.3 
97.7 
50.6 

- 
- 
- 

* 
* 
* 

* 
* 
* 

40.8 
45.5 
36.4 

83.4 
97.7 
50.6 

 
C2 

m 
b 
w 

- 
- 
- 

1767.2 
1849.6 
1708.3 

1747.1 
1798.2 
1684.1 

1817.2 
1915.9 
1742.8 

1969.8 
2070.6 
1901.8 

- 
- 
- 

1942.1 
2000.2 
1880.8 

1933.2 
1980.0 
1887.1 

1957.5 
2044.9 
1881.2 

1993.2 
2097.9 
1931.3 

 
 
 
 
 
 
 
 

Strong 

 
 

100 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

79.9 
90.0 
69.9 

81.0 
90.0 
70.0 

- 
- 
- 

* 
* 
* 

* 
* 
* 

79.5 
90.0 
65.0 

81.1 
90.0 
70.0 

 
C2 

m 
b 
w 

- 
- 
- 

607.2 
619.8 
590.2 

603.3 
614.6 
592.7 

611.5 
628.4 
582.8 

612.6 
628.0 
600.7 

- 
- 
- 

608.8 
622.2 
590.4 

608.0 
619.6 
593.5 

611.2 
628.5 
583.4 

612.5 
628.0 
600.7 

 
 

250 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

70.8 
79.8 
64.7 

95.0 
105.0 
85.0 

- 
- 
- 

* 
* 
* 

* 
* 
* 

68.6 
75.0 
59.9 

95.6 
105.0 
85.0 

 
C2 

m 
b 
w 

- 
- 
- 

1468.9 
1492.9 
1427.3 

1460.2 
1482.8 
1434.4 

1493.7 
1521.7 
1454.9 

1528.7 
1562.5 
1483.3 

- 
- 
- 

1521.3 
1543.5 
1495.4 

1522.9 
1545.8 
1494.9 

1527.8 
1550.2 
1490.6 

1533.4 
1567.5 
1488.9 

 
 

500 

 
C1 

m 
b 
w 

- 
- 
- 

* 
* 
* 

* 
* 
* 

68.1 
74.9 
64.6 

102.4 
110.0 
95.0 

- 
- 
- 

* 
* 
* 

* 
* 
* 

67.3 
74.2 
59.6 

103.2 
110.0 
95.0 

 
C2 

m 
b 
w 

- 
- 
- 

2864.0 
2893.3 
2821.6 

2846.6 
2889.1 
2806.9 

2914.6 
2951.4 
2886.4 

3003.3 
3033.9 
2968.6 

- 
- 
- 

3005.2 
3028.8 
2967.6 

2999.0 
3032.9 
2966.9 

3026.7 
3061.5 
3000.8 

3060.2 
3088.7 
3025.0 

Table 4. Experimental results of the knapsack problem 
Table 4. Experimental results of the knapsack problem
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5.1.1 CA Principles
Cellular automata are dynamic systems whose main characteristic is to depend on rules that can be very simple but whose 
global behavior can be very complex. Their simplicity and their rigorous mathematical model have strongly encouraged 
their application in many fields. A CA is a lattice of N cells where each cell is in one of K possible states at time t. Each 
cell follows the same rule to update its state. The state s of a cell at time t +1 depends on its state and the states of a number 
of neighboring cells at time t. The CA starts with an initial configuration (CI) of cells and at each time step the states of 
all cells in the lattice are updated in a synchronous manner. A transition rule Φ can be expressed in a table called “look-up 
table” which lists for each local neighborhood, the state’s update of the neighborhood’s central cell [9]. For example, if one 
considers a one-dimensional CA with two states and a neighborhood radius r=1, the look-up table for updating cells could 
be given as indicated in table 5.

N 000 001 010 011 100 101 110 111
S 0 1 1 1 0 0 0 1

Table 5. Neighborhood look-up table

5.1.2 Solving the density classification problem by QGA
We examine in this study CAs where: cells can have only two possible states (0,1), evolved configurations are 1-D lattices, 
transition rules take into account the three direct left neighbors of a cell and its three neighbors in the right (the concerned cell 
will be included), the radius of the neighborhood is three (r = 3). The neighborhood η of each cell is composed of seven cells in 
total. Each cell can have 128 different configurations for η. The transition rule must associate to each configuration of η the value 
to be taken by the concerned cell in the next time. Therefore, the space of all CAs should include 2 ^ 128 different CA.

To demonstrate the power of QGA for evolving CAs, we have considered the most studied problem type: the density classifi-
cation problem ρc = ½. For this task, the CA decides for each initial configuration of black and white cells, if there are more 
black cells than white ones. When there are more black cells, the CA should achieve a pattern where all cells are black. We 
want to use a QGA to try to obtain CAs that are able to perform this task. The QGA must also stop when the best individual 
is able to perform the given task or the algorithm has been iterated for some number of generations. This is a non-trivial 
task for a CA, since the existence of a majority of black cells is a global property of a configuration, while each cell of the 
automaton can only communicate locally. It was proved that this task is insolvable for CAs [10], i.e. there is no CA that can 
perform this task for all possible configurations. This task can then be considered as a good criterion for measuring the vi-
ability of QGA to explore CA search spaces to deduce rules that cover a wide range of configurations.

•  Coding transition rules

Each CA is coded as a quantum register of 128 qubits where each qubit is associated with one of 128 possible configurations 
of η. Figure 5 illustrates the structure of each quantum chromosome belonging to the population.

•  Initializing the population

The tests for each rule transition were performed on configurations of length N = 149, with respect to periodic boundaries 
conditions. The population was composed of 100 individuals, which was in fact the size of the population used in the test of 
Mitchell [8]. The initial population is generated so that all quantum amplitudes of chromosomes were initialized by 1 / (2 ̂  ½). 
For each quantum chromosome is associated a set of 300 randomly generated initial configurations but forced to be uniformly 
distributed over ρ Є [0.0, 1.0]. At each generation, a new set of 300 initial configurations is generated.

Figure 5. CA quantum chromosome structure
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•  Evaluation of individuals

The evaluation of each quantum chromosome is performed, after measure operation, by evolving its whole initial configura-
tions using the extracted chromosome for M iterations. For each individual is attributed a mark which is the fraction of cells 
for which the final state is correct.

•  Interference

Once the evaluation of the population is performed, the CA having the highest adaptation value is determined. The amplitudes 
of the individuals are updated by a rotation of quantum gates according to the look-up table 6.

xi   bi f (x) > f(b) ∆θi s (ai bi)
ai.bi > 0 ai.bi < 0 ai= 0 bi= 0

0   0 0 0.004π - + ± ±
0   0 1 0.004π - + ± ±
0   1 0 0.08π - + ± ±
0   1 1 0.004π - + ± ±
1   0 0 0.08π + - ± ±
1   0 1 0.004π + - ± ±
1   1 0 0.004π + - ± ±
1   1 1 0.004π + - ± ±

Table 6. Look-up table for quantum gates rotation.

One can easily observe that this strategy is very similar to that shown in table 2 with a small difference at the values of δθ1 
and δθ2 (0.08π and 0.004π respectively).

5.2 Parallelizing the QGA process
It is possible for a QGA to evaluate and to interfere many chromosomes in parallel. It seems that master / slave model can be 
very adequate to realize this parallelization. Then, if we consider (m+1) connected machines (LAN for example) we can easily 
construct a parallel version of QGA by choosing randomly a site i that plays the role of a coordinator for synchronization of 
sites that execute the evaluation operation. Each site that finished the operation of evaluation should inform the site i, which 
reacts by determining the best solution, then it sends it to various sites to perform the interference operation in parallel. So, 
the m remaining sites are slaves carrying out the evaluation and interference tasks in a parallel manner. The entire population 
will be divided into m subpopulations. Each one will be assigned to a slave site.

5.3 Tests and results
5.3.1 Efficiency measurement
We have executed our algorithm for 100 generations. Each CA in the population was iterated over M = 150 iterations. We 
have compared our best fitness obtained with the best that exists in the literature. Table 7 shows the obtained results.

Approach Fitness

QGA 94.18 %

GA (Best fitness in literature [Mitchell and al 1993]) 93% - 95 %

Table 7. Fitness Table.

5.3.2 Performance measurement
Our parallel algorithm was run on a local network of 10 sites: a master site and nine slaves. The hardware and software con-
figuration of each site was as follows: Intel Pentium 4 (3.0 GHz), 512 MB of memory, Windows XP OS, Java Programming 
language (JDK 1.5.0). Three tests were performed for each one the number of slave sites has been varied: measurement of the 
average duration of communication between the different slave sites and the master site, the average duration of a generation 
and the achievable acceleration. The size of manipulated populations in function of used sites’ number is shown in table 8.
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Nb of slave sites 2 3 4 5 6 7 8 9

Size of populations 100 99 100 100 96 98 96 99

size of  each sub- population 50 33 25 20 16 14 12 11

Table 8. Size of manipulated populations

Indeed, we must assign to each processor the same amount of information to process to ensure a better exploitation of 
available parallelism. The obtained results for each test are mentioned in figures 6, 7, 8.

Figure 6. Variations of average time for one generation in function of sites’ number (Time is measured in seconds (s))

Figure 7. Variations of communication average time for one generation in function of sites’ number 
 (Time is measured in seconds (s))

Figure 8. Variations of achieved acceleration in function of sites’ number
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The acceleration is computed by the following formula:

time in sequential execution
A = 	 (11)

time in parallel execution.

6. Discussion

Table 4 shows the experimental results of the knapsack problem where the number of items was 100, 250 and 500. The 
hardware and software configuration was as follows: Intel Pentium 4 (3.4 GHz), 1 Go MB of memory, Windows XP OS, 
Java Programming language (JDK 1.5.0).

In the case of 100 items, both algorithms were equivalent for all problem instances. This is because the number of items is 
so small (we have only 2 ^ 100 possibility). However, augmenting the number of items (500 items where we have 2 ^ 500 
possibility) leads QGA to behave better than CGA especially for penalty based algorithms, and this in all problem solution 
variants.

By using repairing methods, table 4 shows that for a small number of items the profits are approximately close. In the case 
of Rep2 elements are selectively removed from the knapsack, in contrast to Rep1 where elements are randomly removed. In 
fact, using repairing methods influences directly the evolution process. For instance, we can easily compare the best results 
obtained by penalty based algorithms and those obtained using repairing algorithms. Moreover, we can easily observe that 
when the capacity of the knapsack was equal to C1 = 2v (a very small capacity) no solution was found in the case of penalty 
methods which proves that repairing methods have a great effect. In the other hand, varying the correlation between profits 
and weights from none to strong (augmenting difficulty level) makes QGA to behave better and better than CGA (we can 
easily verify best fitness from table 4). To check theses issues we have extended the number of items to 1000, the obtained 
penalty fitness values are presented in table 8. So we can then judge that QGA’s performance is higher than the one of CGA 
when taking into account the evolution process on its own.

Now we will tackle the density classification problem. Concerning efficiency aspect, table 7 shows the similarity between 
the fitness obtained by QGA and the one obtained by GA. The density classification problem is generally regarded as a 
very difficult problem to solve by CAs; it can be a good criterion to measure the power of exploring CAs spaces. It is 
clear that for this task, our algorithm was able to deduce appropriate rules and just like a standard GA. This proves that 
the QGA and GA can be at least equivalent and we may therefore judge that QGA can be a powerful tool for exploring 
CA search spaces.

Now we analyze the performance aspect, according to figure 6, we see clearly the difference between a generation 
average time executed in parallel and a generation average time executed in sequence: the execution time is reduced 
when the sites’ number is increased which means that the performance increases, as proof, we just check figure 8 
where the acceleration increases linearly with the number of sites and even tends to the number of processors. One 
possible interpretation of these results: the communication phase time is very low (of the order of milliseconds). 
Indeed, that is what we observe in figure 7 which shows that the communication average time increases very slowly 
when the number of used processors is increased. By comparing communication average time with the generation 
average time (parallel execution), we notice that communication time << generation average time, and thus guarantees 
a highly efficient performance.

One can ask about interest by QGA compared to CGA. Quantum algorithms have generally the ability to minimize the 
complexity of equivalent algorithms that run on classic computers. We can make a simple comparison between the global 
complexity of QGA and the one of CGA to estimate the reduction in complexity we can achieve. Starting with QGA, the 
global complexity is of the order of O(N), N is the size of the population (Evaluation + Interference).

For a standard GA, the global complexity is often of the order of O(N2) (Evaluation + Selection + Cross-over + 
Mutation). Therefore, we believe that this result is very interesting because the complexity here has been reduced 
to become linear. Indeed, one can imagine what happen if we consider a very large population of chromosomes; it 
will be very useful to use QGA instead of GA. Another very interesting feature for using QGA is the possibility of 
performing parallel execution. According to the structure of QGA shown in Figure 2, it appears that they can sup-
port parallel processing in particular the evaluation and interference phases where we can process multiple quantum 
chromosomes simultaneously. We can therefore conclude that QGA can be a very powerful tool for exploring search 
spaces efficiently and effectively.
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7. Conclusion

In this work we have demonstrated the power of QGA for exploring search spaces. We have considered the density clas-
sification problem which is a very difficult problem to solve by a CA and the knapsack problem which is one of the most 
combinatorial problems as objective problems. The experimental results showed that QGA can be a very powerful tool for 
exploring search spaces while preserving the relation efficiency / performance. Our future work will focus on parallel execu-
tion of QGA to check the satisfaction of the scalability property in order to extract the potential parallelism offered by this 
technique. Another perspective of this work is to study different QGA strategies to dominate the effect of choosing rotation 
gate angles because they are often empirically determined.
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